
第 1 章　开启 Java 之旅——初识 Java

拓展阅读

学习目标

• 了解Java语言的诞生背景与发展轨迹。

• 理解Java的主要特点与实现机制。

• 掌握JDK的下载和安装。

• 掌握IntelliJIDEA的基本使用。

• 掌握开发Java程序的步骤。

• 了解项目开发需求分析的内容。

• 厚植家国情怀,拓展全球视野,培养新时代所需的综合素养。

1.1　Java 语言简介

1.1.1 Java语言的诞生和发展

1.1.1 Java语言的诞生

和发展

  Java语言由詹姆斯·高斯林(JamesGosling)等人研发,其诞生

与SUN公司的“绿色计划”(greenproject)紧密相关。20世纪90年

代初,为解决消费电子设备(如智能家电)之间的通信与交互难题,高
斯林团队开发出Java语言雏形,当时它被命名为Oak。20世纪90年

代中期,互联网飞速发展,Sun公司敏锐察觉到Oak在互联网领域的

应用潜力,于是对其优化改进,适配网络环境下的开发需求,将名称改

为Java,并于1995年5月正式推向市场。

1.Java发展历程

在Java正式发布后,其发展历程持续推进,各版本不断迭代升级,逐步构建起完善的技

术生态———以下便是Java从1.0到21版本的关键发展里程碑。
(1)Java1.0(1995年):首次正式发布,整合Java语法、虚拟机(JVM)与核心类库。凭

借“一次编写、处处运行”的跨平台特性奠定生态基础,吸引开发者广泛关注。
(2)Java1.2(1998年):推动企业级开发,引入JavaServlet、JSP、EJB等服务端技术,使

Java成为主流企业应用开发语言,支撑大型后端系统建设。
(3)Java2(1998年):体系化升级,新增 GUI/网络/IO/数据结构等类库;分化为

JavaSE(标准版)、JavaEE(企业版)、JavaME(小型版),满足多端开发需求。
(4)Java5(2004年):引入泛型、枚举、注解、并发包(java.util.concurrent),显著提升类



型安全、代码简洁度与并发处理能力,实现了语言层革命。
(5)Java6(2006年):优化迭代期,增强JVM性能与安全性,完善API及开发工具,提

升企业系统稳定性与运行效率。
(6)Java7(2011年):开发体验升级,支持switch处理字符串、try-with-resources自动

资源管理;持续优化JVM 性能与工具链。
(7)Java8(2014年):现代Java起点,引入Lambda表达式、StreamAPI支持函数式编

程;重构日期时间库(java.time),革新集合操作与异步流处理。
(8)Java9(2017年):实现架构级进化。推出模块化系统(JPMS)解决依赖管理难题;

增加语法糖与工具链优化,提升大型应用可维护性。
(9)Java10~13(2018—2019年):敏捷迭代期,聚焦局部变量类型推断(var)、GC优

化、JVM底层性能强化,持续简化编码并提升运行效能。
(10)Java17(2021年):LTS基石版本。引入密封类(sealedclasses)精细控制继承关系、

模式匹配switch简化类型判断;预览虚拟线程(ProjectLoom雏形),推进高并发新生态。
(11)Java21(2023年):实现并发能力跃迁。正式发布虚拟线程(virtualthreads)支持

百万级轻量并发;结构化并发统一异步任务管理;分代ZGC提升吞吐与低延迟表现。之后,

JDK版本进入6个月作为一发布周期,不断迭代更新。最新版本持续推进语言和平台

发展。

2.Java技术的三个主要平台

为满足不同开发领域的需求,Java技术被划分为三个主要平台:JavaSE、JavaEE和

JavaME。

•JavaSE(standardedition,标准版):为开发桌面应用程序和商业应用提供核心解决

方案。它包含标准的Java虚拟机(JVM)和基础类库(如集合、I/O、数据库连接、网
络编程等)。JavaSE是三个平台的核心基础,JavaEE和JavaME均构建在其上。

•JavaEE(enterpriseedition,企业版):在JavaSE的基础上扩展,专为企业级应用程

序开发设计。它提供了丰富的 API和库(主要包括Servlet、JSP、JavaBean、JDBC、

EJB、WebServices等技术),用于开发、组装和部署大规模、分布式、高可靠性的企业

应用。

•JavaME(microedition,微型版):面向消费电子产品和嵌入式设备上的应用程序开

发。它为资源受限(如内存、处理能力有限)的小型数字设备提供了定制的Java运

行环境和库。

1.1.2 Java语言的特点

Java作为一种面向对象语言,具有自己鲜明的特点,包括简单、面向对象、可移植性、安
全性、多线程、健壮性、分布式、体系结构中立、解释执行、高效能、动态等特性,因此日益成为

图形用户界面设计、Web应用、分布式网络应用等软件开发中方便高效的工具。

1.跨平台性

Java最核心的机制是“一次编写,到处运行”。这得益于它将源代码编译成与特定硬件

和操作系统无关的字节码,这些字节码由安装在目标平台上的Java虚拟机(JVM)来执行。
开发者只需编写一次程序,就能在支持JVM 的各种操作系统(如 Windows、Linux、macOS
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等)上运行,极大地简化了软件的部署和维护。

2.面向对象

Java是一门设计纯粹、贯彻始终的面向对象语言(基本数据类型除外)。它要求程序围

绕对象来构建,并严格遵循封装(隐藏内部细节)、继承(建立层次关系并复用代码)、多态(同
一接口不同实现)和抽象(定义核心契约)这四大基本原则。这种范式使代码结构清晰、模块

化程度高,显著提升了可复用性、可维护性和扩展性。

3.简单性

Java的设计目标之一就是易于学习和使用。它借鉴了C/C++的语法使其对许多开发

者熟悉,但刻意摒弃了其中复杂、易错和晦涩的特性,如显式的指针操作、运算符重载和多重

继承。其自动垃圾回收机制免去了程序员手动管理内存的烦琐任务和潜在错误,同时,庞大

且功能完善的标准库为常见开发需求提供了现成的解决方案,降低了开发复杂度和入门

门槛。

4.安全性

安全性是Java体系结构中的重中之重。它构建了多层防护机制:字节码在加载时需

经过严格验证,确保其合法且无恶意操作;访问控制修饰符(public/private等)界定类、方
法、变量访问范围,防未经授权操作;摒弃 C/C++ 指针,用引用结合自动内存管理(垃圾回

收),减少内存风险;此外,标准库内置了强大的加密、认证和安全通信API,为构建安全应用

提供了坚实基础。

5.多线程支持

Java在语言层面和核心库中内建了强大且相对易用的多线程能力。开发者可以直接

使用类和接口创建线程,也可以通过高级并发工具(如线程池、锁、信号量、并发集合等)高效

地构建并发程序。这使开发者能够充分利用现代多核处理器的计算能力,提升程序的响应

速度、吞吐量和整体性能。

6.分布式支持

Java拥有强大的网络与分布式计算能力。核心库(如java.net)提供Socket通信、URL
处理等基础网络API;原生支持RMI简化跨JVM对象通信,是分布式系统核心;同时完善

支持 WebServices(JAX-WS、JAX-RS)等现代架构,成为企业级分布式应用开发的首选。

1.1.3 Java语言的工作机制

Java之所以广泛应用于各类平台和系统开发,离不开其独特的编译和运行机制。本小

节将系统介绍Java程序从编写、编译到执行整个流程背后的关键机制,特别是JVM(Java
虚拟机)和字节码在其中所起的基础性作用。如图1-1所示,Java语言的工作机制分为编译

阶段和运行阶段。

1.编译阶段:生成平台无关的字节码

开发者编写的.java源代码文件需经过Java编译器的编译处理。这一过程并非直接生

成特定平台的机器码,而是将源代码转换为一种中间形式———以.class扩展名的字节码文

件。字节码采用了与操作系统和硬件架构无关的统一格式,它包含了Java程序的所有指令

和元数据,但不针对任何特定平台。这种设计使得同一份字节码文件可以在任何安装了

Java虚拟机(JVM)的环境中运行,为Java的跨平台特性奠定了基础。
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图1-1 Java语言的工作机制

2.运行阶段:JVM 驱动字节码执行

字节码的执行由Java虚拟机(JVM)主导。不同平台(如 Windows、Linux、macOS)的

JVM虽然实现细节不同,但都遵循相同的字节码规范。运行时,JVM 首先加载对应的

.class文件,并对字节码进行严格的验证,确保其安全性和合法性。之后,JVM 通过两种方

式将字节码转换为本地机器指令:对于普通代码,采用解释执行的方式;对于热点代码(频
繁执行的部分),则通过即时编译(JIT)技术将其编译为高效的本地机器码。这种混合执行

模式既保证了Java程序的灵活性,又提升了其执行效率。通过JVM这一中间层,Java程序

无须针对不同平台进行修改,即可实现“一次编写,到处运行”的跨平台特性。

Java的“一次编写,到处运行”理念,就是依托于以上机制实现的。开发者无须针对不

同系统分别编写和编译代码,只需一次编译成字节码,各平台JVM 就能解析并运行。开发

者只需关心Java语和标准库。不同平台的JVM屏蔽了底层差异统一的字节码是实现跨平

台的基础。

1.2　搭建 Java 开发环境

1.2.1 下载和安装JDK

1.2.1 下载和安装

JDK

  开 发 和 运 行 Java 程 序,第 一 步 便 是 下 载 并 安 装 JDK(Java
developmentkit,Java开发工具包)。JDK包括了编译器(javac)、Java虚

拟机(JVM)以及许多开发Java程序所需的核心工具和类库。正确安装

JDK是学习和使用Java语言的基础。
如图1-2所示,在Oracle公司的网站可以下载JDK 的最新版。在下

载页面上,根据自己的操作系统(如 Windows、Linux或 macOS)选择对应

的JDK版本下载相应安装文件即可。
下载完成后,双击安装文件exe文件,出现JDK安装向导界面,如图1-3所示,按照提示

进行安装。大多数情况下,只需保持安装向导的默认选项并不断单击“下一步”按钮即可。
进入安装路径设置界面,可以更改JDK默认安装目录,如图1-4所示。安装完成后单击“关
闭”按钮,即可完成JDK安装,如图1-5所示。
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图1-2 Oracle官网下载JDK

图1-3 JDK安装向导界面

图1-4 JDK安装路径设置界面
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图1-5 JDK安装成功界面

1.2.2 下载和安装IntelliJIDEA

1.2.2 下载和安装

IntelliJIDEA

IntelliJIDEA是由JetBrains公司精心打造的一款功能强大的Java
集成开发环境(IDE)。自诞生以来,IntelliJIDEA以卓越的智能代码助

手、灵活的自动补全、强大的代码重构能力以及对最新主流开发框架的广

泛支持,赢得了全球开发者的喜爱。在实际开发中,IntelliJIDEA不仅能

够帮助程序员快速准确地编写和维护代码,还通过丰富的插件生态系统,
适配企业级、移动端和 Web应用等多种开发场景。无论是初学者深入学

习Java,还是专业团队进行复杂项目开发,IntelliJIDEA都能为用户带来

高效、流畅和富有创新力的开发体验,成为现代Java开发领域不可或缺的得力助手。
我们可以进入官网主页,单击导航栏的Download按钮获取IDEA的安装程序。
(1)进入JetBrains官网主页,单击导航栏的DeveloperTools选项,可以找到JetBrains

的所有开发工具,选择IntelliJIDEA,如图1-6所示。
(2)进入IntelliJIDEA产品页面,单击Download按钮,进入IntelliJIDEA下载页面,

如图1-7所示。
(3)在下载页面,IDEA有两个版本,具体如下。

① 社区版(communityedition):免费供用户使用,适合大多数个人开发者和开源项

目,提供了基础的开发工具。

② 旗舰版(ultimateedition):这是付费版本,支持更多企业级开发和高级特性,比如数

据库、Spring全家桶、企业级框架等。
选好版本后,还需注意选择适合自己操作系统的安装包。通常官网会自动检测你的系

统类型,并高亮显示相应的下载按钮。如果没有自动检测,可以手动选择 Windows、Linux
或macOS。确认无误后,单击Download按钮即可开始下载。整个下载过程通常较为简便,
速度取决于你的网络环境。
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图1-6 JetBrains官网主页

图1-7 IntelliJIDEA下载页面

下载完成后,在本地找到安装包文件idealC-2025.2.exe,按照常规安装软件的方式双击

运行,跟随安装向导完成所有步骤。至此,就完成了IntelliJIDEA的下载准备,可以正式进

入Java开发学习和实践环节了。

1.2.3 编写第一个

Java程序

1.2.3 编写第一个Java程序

1.新建项目

打开IDEA窗口,在IDEA的菜单栏中选择File→New→Project命

令,弹出NewProject对话框。在Name文本框和Location文本框中输入

项目名和项目路径,并在JDK下拉列表中选择要使用的JDK的版本,最
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后单击Create按钮完成项目的创建,如图1-8所示。

图1-8 新建Java项目

2.新建类

在项目名称下的src目录上右击,在弹出的快捷菜单中选择New→JavaClass(新建类)命
令,如图1-9所示,在弹出的 NewJavaClass(新建Java类)对话框中输入要新建的类名称

(HelloWorld)。

图1-9 NewJavaClass对话框

类名输入完后按Enter键,会在程序编辑窗口自动生成类的声明代码。

3.运行程序

如图1-10所示,在代码编辑区输入程序代码,输入完成后,执行Run命令运行该程序。
也可直接在代码编辑区右击,在弹出的快捷菜单中选择RunHelloWorld命令,程序会自动

编译并运行,程序运行结果会出现在Run窗口中,至此,使用IDEA编写并运行完第一个

Java程序。
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图1-10 IDEA程序编辑窗口

1.3　AI 辅助编程

1.3.1 AI辅助编程简介

1.3 AI辅助编程

  AI辅助编程(AI-assistedprogramming)是指利用人工智能技术增强

软件开发流程,通过机器学习、自然语言处理和大数据分析,为开发者提供

智能化的编码支持。这一技术并非为了取代程序员,而是作为“智能协作

者”全面提升开发效率和代码质量。
目前,AI辅助编程主要以四种形式深度融入开发流程:一是IDE智

能插件(如GitHubCopilot等),在编码过程中实时提供行级补全和文档

自动生成;二是自动化代码审查工具(如AmazonCodeGuru),能够通过静态分析检测代码

缺陷并提出性能优化建议;三是低代码/无代码平台(如 MicrosoftPowerApps),支持用自

然语言需求直接生成可视化逻辑组件,大幅降低开发门槛;四是对话式编程系统(如

ChatGPT),实现从架构设计到调试的全流程自然语言交互,促进需求到代码的智能转化。
这些工具共同构建了覆盖编码、测试与维护全生命周期的智能辅助矩阵,使开发者能够更加

专注于高价值的创新工作。
近年来,国内也涌现出如阿里云通义灵码、百度Comate、华为CodeArtsSnap等本地化

AI辅助工具,广泛支持主流IDE,并在代码生成与智能补全等方面表现突出。
本书将以IDE智能插件———CodeGeeX为例,系统介绍 AI辅助编程的典型应用与

实践。
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1.3.2 CodeGeeX的应用

作为国内自主研发的领先代码生成模型之一,CodeGeeX是由清华大学与智谱AI联合

研发的先进AI辅助编程工具,不仅支持多种主流编程语言(如Java、Python、C++等),还能

够无缝集成到VisualStudioCode、IntelliJIDEA等常用IDE环境中。它具备出色的上下文

理解能力,能够根据开发者当前的代码内容和意图,智能补全函数,生成代码片段,并实现不

同语言之间的代码互译。同时,CodeGeeX还支持对已有代码逻辑进行详细解释,帮助开发

者更好地理解和优化程序。值得一提的是,CodeGeeX基于开源协议发布,提供模型和插件

的开放下载,极大促进了社区参与和产品持续迭代。下面让我们进一步看看如何在实际开

发环境中应用CodeGeeX。

1.安装CodeGeeX插件

选择File→Settings命令,在打开的Settings对话框中选择Plugins→Marketplace选项

卡,可以看到如图1-11所示界面。

图1-11 安装CodeGeeX插件

单击Install按钮,可以安装CodeGeeX,安装完成后重启IDEA。

2.CodeGeeX常用功能

(1)代码自动补全。CodeGeeX可以帮助开发者自动补全代码。当编写代码时,它会实

时分析当前的上下文,并提供相关的代码补全建议。只需按下Tab键即可选择建议。

 1. public class HelloWorld {

2.  public static void main(String[]args) {

3.   //CodeGeeX 会自动补全这里的代码
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